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Message from the Chairs

It is our great pleasure to introduce this volume that includes the Proceedings of the 9th Real-Time Scheduling
Open Problems Seminar (RTSOPS 2018). This volume represents the continued openness in the Real-Time
Systems research community to share and discuss unsolved problems concerning real-time scheduling theory
and applications.

This 9th edition of the seminar series is co-located with the 30th Euromicro Conference on Real-Time Systems
(ECRTS 2018) that is being held in Barcelona, Spain. The day long seminar features 12 paper presentations
distributed over 4 sessions. Each session includes ample collaboration time, during which we encourage all
participants to interact in groups and tackle the presented problems. The hope is that we make headway in
solving the problems and that more complete problem definitions and solutions will emerge as a result of the
discussions initiated during the workshop.

We would like to thank the generosity of the Program Committee for their time and attention to detail that
helped us assemble the program for the day. We are also grateful to the RTSOPS Steering Committee for
their feedback and advice. This program would not have been possible without the efforts and support of the
ECRTS 2018 organizing committee.

We invite all of you to join us in taking advantage of this excellent opportunity to learn and interact with our
fellow colleagues. We hope you enjoy RTSOPS 2018.

Tam Chantem1 and Dorin Maxim2
1Virginia Tech, USA
2University of Lorraine, France
RTSOPS 2018 Program Chairs
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Use of probabilities and formal methods to control
system criticality levels

Jasdeep Singh1, Zhishan Guo2, Luca Santinelli1, Guillaume Infantes1, David Doose1 and Julien Brunel1
1ONERA -DTIS Toulouse,name.surname@onera.fr

2 Missouri University of Science and Technology Rolla MO,guozh@mst.edu

Introduction and motivations. The gap between the actual execution and the worst-case bounds may be significantly large with current
real-time systems. Instead of completely wasting the processor capacities within the gap, latest trends start to implement functionalities of
different degrees of importance, or criticality, upon a common platform. This allows less important tasks to execute inthese gaps under
normal circumstances, and may be dropped in an occasional situation where jobs of higher importance execute beyond their estimated
running time [1, 2].

A Mixed Criticality (MC) real-time system is one that has twoor more distinct criticality levels e.g., safety critical jobs (HI-criticality),
mission critical or low critical jobs (LO-criticality). Such systems are defined to execute in a number of criticality modes, each mode
specifying execution conditions and system criticality. All the possible modes have to be characterized and analyzed in order to guarantee
the predictability of the system. See [3] for an overview of the MC problems.

As drawn by [5], MC problems can be approached with probabilities to quantify and manage the unlikely events and reduce the pessimism.
We believe that a tighter coupling between MC problems and probabilistic frameworks can end up into smarter scheduling decisions and
more efficient utilization of the computational resource.

With this abstract, we propose to model and investigate criticality mode behaviors of MC systems by using probabilitiesand formal
methods. The goals are: 1) quantifying the probability of jobs and system enteringHI-criticality mode, and 2) controlling this probability by
selectively removingLO-criticality jobs from the schedule. Formal methods and probabilities are used to model jobs and systemHI-criticality
modes. The probabilities are actively applied into scheduling decisions.
Background - probabilistic computational models: A real-time application is a setΓ of jobs,Γ = {Jij} , Jij is thej-th job of i-th task.
A probabilistic real-time application is called so whenever at least one of its elements is described with a probabilistic parameter; in this
case it is the probabilistic Worst-Case Execution Time (pWCET) for task execution, but it can be extended to any model parameter. The
pWCET is the worst case distribution which is able to upper bound any job execution behavior [4]. Hereby, we assume the pWCETs to
be continuous distributions, but the same conclusions can be drawn with discrete distributions.

The pWCET as a continuous random variableX is represented with the Probability Density Function (PDF)fX (x), the Cumulative
Distribution Function (CDF)FX (x) =

∫ x

0
fX (y)dy, and the Inverse Cumulative Distribution Function (ICDF)FX (x) = 1 −

∫ x

0
fX (y)dy

which gives the exceeding threshold probability.
The job modelJij = {Cij , aij , dij , pij} is such thatJij arrives at timeaij , dij is the job absolute deadline,pij is the job priority, and

Cij is the job pWCET. Jobs can be seen as task instances in a periodic or sporadic task application. A taskτi is the tupleτi = {Ci, Ti, Di}
whereCi is the pWCET (Cij = Ci∀j), Ti is the period, andDi is the deadline of the task (Di ≤ Ti).

The scheduling policy defines the job ordering by imposing job-wise prioritiespij . Both job static priority or dynamic priority schemes
can be used here. The hyperperiod is defined as the least common factor lcm() of all the task periods,lcm(Ti), i = 1, 2, . . . ,m. It is
the scope of the schedulability analysis and the criticality analysis we propose, since we assume the job execution suspended at the job
deadline. In the hyperperiod there aren jobs fromm tasks.

In a probabilistic framework, for each job there exists a probabilistic Worst-Case Response Time which is a distribution to represent the
worst-case response time of the job. pWCRT is the result of probabilistic schedulability analysis. Same as for the pWCET, the pWCRT is
assumed to be a continuous random variable and can be represented with PDF, CDF and ICDF. Discrete pWCRTs are applicable without
modifying the proposed reasoning. To compute pWCRT, it is possible to apply any of the existing probabilistic schedulability analysis
approaches e.g., [8, 7] for discrete distributions, and [9]for continuous distributions.
Background - Markov decision process: Markov decision processes (MDPs) are mathematical frameworks for modeling decision making
in situations where the outcomes are partly random and partly under the control of a decision maker [6]. More precisely, aMDP decision
process is a discrete time stochastic control process whereat each time step, the process is in some states, and the decision maker may
choose any actiona that is available ins. The probability that the process moves into its new states′ is influenced by the chosen action.
Specifically, it is given by the probability state transition functionPra(s, s

′). A Markov decision processM is defined as a set of states
SMDP and state transitions given by a Q-matrixQMDP , M = {SMDP , QMDP }. Formal model checking can be done on MDP in order
to know the probability of reaching certain states (property to formally verify) by taking certain paths. Figure 1 showsan example of MDP
with states and state transitions weighted over the probability p for the transition of happening. We propose to use MDP to model jobs
and system criticality and make use of its mathematical foundations.
Mixed criticality. At first instance, we consider the two-criticality level case for mixed criticality probabilistic real-time applications. In it,
each job is designated as being of either higher criticalityHI-criticality or lower criticality LO-criticality. Two different behaviors (modes)
are specified for eachHI-criticality job: a high mode, where the job executes in highly critical and more demanding conditions; a low mode
which is the nominal working condition for the job where it executes in normal conditions. ALO-criticality job has only low mode.

A HI-criticality job JHI
ij is JHI

ij = {Ci, aij , dij , lij , χij}, whereCi is the job pWCET,aij is the arrival instant,dij is the deadline of the
job, andχij is the job criticality level [1].χij can take two values at runtime:HI and LO; χij ∈ {HI, LO}. lij describes the threshold with
which we define the job criticality mode. ALO-criticality job J LO

kr is J LO
kr = {Ck, akr, dkr, χkr}. χkr for a LO-criticality job can take only

one value,LO, χkr ∈ {LO}.
The criticality mode of the jobs can change at runtime depending on their scheduling. The thresholdlij applies to the job pWCRT and

defines theHI-criticality job criticality mode – response time threshold. It is such that if the job finishing time is beyond the threshold, the
job is considered to execute inHI-criticality mode. Otherwise, the job executes inLO-criticality mode. Figure 2 illustrates that withHI and
LO criticality regions which are defined such that jobJij is in high criticality mode if it finishes executing in the interval [lij ,∞). It is
in LO-criticality mode if it finishes executing in the interval[0, lij). To the HI-criticality mode there is an associated probabilityP HI that
is the probability that the execution of a jobJij exceedslij (the exceeding probability forlij as the probability for the job of entering
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HI-criticality mode);P LO = 1− P HI is the probability thatJij remains inLO-criticality mode. It is also possible to have the thresholdlij
applying to the job pWCET – execution time threshold, for a more classical MC modeling of the jobs criticality levels. We choose to apply
pWCRT to characterize the job criticality level because thisway all the interference effects are included and accountedfor when deciding
which conditions trigger aHI-criticality mode for the task.

For MDP modeling the MC behavior of the system, theHI-criticality jobs are represented with two states:HI-criticality andLO-criticality,
and the state transitions is the probability of mode transitionsP HI andP LO; Figure 1 as an example of MDP for two-critical probabilistic
real-time application. In there,HI-criticality states (HC) andLO-criticality states (LC) are represented for each job together with the
probability for Jij of being in one state or the otherPij and 1 − Pij . From the job criticality level, the system criticality level can be
defined as:the system criticality level χ is equal to HI if at least k out of n HI-criticality jobs enter high criticality mode. This is a generic
definition of system criticality level for1 ≤ k ≤ n, which extend to more conservative definitions where as soonas oneHI-criticality job
moves toHI-criticality mode, the system moves toHI-criticality mode.
Open problem. The problem we intend to tackle concerns to the investigation of the system criticality at runtime with the help of
probabilities and formal methods. We can state the problem as: the probability that a mixed criticality real-time application enters high
criticality mode should be less than or equal to certain probability Pmax

sys . Pmax
sys is a requirement given and the analysis we propose is

such that the resulting MC scheduling will allow to meet the requirement.
This is an open problem in the sense that there are no solutions to that. We also believe it is an interesting one because it represents a

way to apply probabilities for characterizing the system criticality behavior as well as use them into scheduling decisions. To approach it,
we would like to define what we callcriticality analysis.

FromΓ and the pWCRTs computed with probabilistic timing analysis,we identify the criticality modes of each jobs (with the threshold
l applied to pWCRTs) and the probabilityP HI associated.P HI is the probability used to label the MDP in order to model criticality mode
transitions. We can assume that the MDP is made from theHI-criticality jobs only, since theLO-criticality jobs would have only one state
associated and will not contribute to the analysis.

Every combination of job modes are accounted for and encodedinto the MDP as a path between states. Path analysis and modelchecking
can be carried out for the MDP in order to compute the probability of the system criticality mode from the generic definition (k, n), and
any interpretation e.g.,k = 1, k = n.

1) At first, we propose toquantify the probability ofHI-criticality modeP for the system. This is done from the MDP by considering
the probability of each path corresponding to the(k, n) system criticality definition: an exact probabilistic representation of job modes
and system mode which could happen at runtime (probability of occurrence) is possible. 2) Then, withP ≤ Pmax

sys we act on the system
scheduling in order to meet such constraint and reduce the systemHI-criticality. This control can apply to system criticalityor to specific
set of jobs. Figure 1 illustrates an example of MDP for the MC problem with paths between states and the state transition probabilities to
be composed into path probabilities.

The scheduling strategies we intend to develop consist of finding the LO-criticality jobs to drop from schedule in order to reduceP .
They are meant to selectLO-criticality jobs with the most impact onHI-criticality jobs. Those strategies will be conceived as anoff-line
analysis that minimizes the number ofLO-criticality jobs to be removed in order to guarantee the occurrence probability ofHI-criticality
modes.

As today, we are beginning to formalize thecriticality analysis defining how to model criticality with MDP and how to formally
explore MDPs. There is a MDP implementation already available, that we apply to study the impact thatLO-criticality jobs have on the
probability HI-criticality modeP . The implementation uses a Continuous Time Markov Chain based schedulability analysis for pWCRT
computation. This is a follow up for the RTSOPS 2017 abstract‘Markov Chain Modeling of Probabilistic Real-Time Systems’. [9] and
https://forge.onera.fr/projects/probscheduling are schedulability analysis implementations and theoretical proofs for that. We note that the
MDP modeling can interface with any probabilistic schedulability analysis, with or without formal methods, and for discrete or continuous
distributions. The use of MDP can benefit form more-than-twocriticality levels. Furthermore, by utilizing the notion of rewards in the
MDP, it is possible to quantify the cost of a job enteringHI-criticality mode. In future work, we want proposing to combine MDP with
the satisfiability modulo theories for developing optimal or pseudo-optimal scheduling strategies to control system criticality probability.

J11 J12 Jmn

S11

P11 P12
Pmn

1 − P11 1 − P12 1 − Pmn

1

1

1

1

S12 Smn

HC11 HC12 HCmn

LC11 LC12 LCmn

Fig. 1. System MDP model assumingJ11, J12, . . . , JmHInHI the HI-
criticality jobs in the hyperperiod for representation.

lij

LO HI
Pr
P HI

0

1

t
Fig. 2. Response time distribution in its ICDF form of a jobJij .
High and low criticality regions are separated bylij .
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I. INTRODUCTION

More intelligent and interactive systems expectations increase the need for dedicated embedded electronics in various
fields such as avionics, automotive, and telecommunications. Most existing embedded systems have timing requirements and
constraints to ensure operational reliability or to maintain a certain level of quality of service with respect to time, making
them real-time systems.

Beside timing constraints, many real-time systems present precedence constraints. They are imposed between different
processes to ensure the good execution of the data flow. For example, the sensor measurements must be pre-processed and
used for further computation. Then, the produced result helps to control the actuators. The order between different computation
and tasks guarantees that each function executes on the appropriate data.

Many processor designers incorporate specific architectures and functions that enhance the average performance. For example,
multi-core processor and cache memory levels accelerate the execution of programs in general. However, they introduce a larger
variability for the execution time and communication delays because of the complex architecture. This variability degrades the
performance in the worst case scenario by an increased pessimism. The use of probabilistic approaches may reduce pessimism
of schedulability analyses by taking in consideration the variability of system parameters. In this paper we concentrate on the
scheduling of real-time task systems with precedence constraints on a multi-core platforms (the most widespread architecture
in nowadays).

II. TASK MODEL

We consider a set of n sporadic parallel real-time tasks τ = {τ1, τ2, . . . , τn} to be scheduled according to a fixed-priority and
preemptive policy on a multiprocessor system. This system is composed of m uniform processors denoted π = {π1, π2, . . . , πm}
where each processor πi has a speed si. Each parallel task τi is specified by a 4-tuple (Gi, Oi, Di, Ti) where Gi is a directed
acyclic graph (DAG), and Oi, Di and Ti are positive integers. In fact, each task τi is a recurrent process that releases an infinite
sequence of ”jobs” τi,j , j ∈ N. The first job is released after the release offset Oi from the instant zero. While subsequent
jobs are released at least after Ti time units. Every job released by τi has to complete its execution within its deadline Di

time units from its release. We assume Di ≤ Ti (constrained deadline).
The internal structure of a task τi is described by the DAG Gi = (Vi, Ei), where Vi is a set of ni vertices and Ei ⊆ (Vi×Vi)

is a set of directed edges connecting these vertices (it is required that these edges do not form any cycle). Each vertex
vi,l ∈ Vi, l = 1 . . . ni represents a computational unit that must execute sequentially. This unit, referred as a ”subtask”, is
characterized by a probabilistic worst-case execution time (pWCET) Ci,l. We assume that the pWCET is already evaluated
for each task with another method [1] and it is given by a discrete probability distribution with different possible values for
WCET and their corresponding probabilities (see example below).

Example of pWCET distribution:

Ci,l =

(
2 3 8
0.5 0.3 0.2

)

τ1

τ2

τ3

τ5

τ4

τ6

Fig. 1. Example of DAG graph describing precedence constraints

Each directed edge (vi,a, vi,b) ∈ Ei denotes a precedence constraint between the subtasks vi,a and vi,b, meaning that the
subtask vi,b cannot start executing before subtask vi,a completes its execution. In this case, vi,b is called a ”successor” of
vi,a, whereas vi,a is called a ”predecessor” of vi,b. Each subtask could have multiple predecessors and successors. Hence, a
subtask is then said to be ”ready” if and only if all its predecessors have finished their execution. We call a subtask without
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any predecessors or successors, respectively, ”source” or ”sink” subtask. A direct acyclic graph could have multiple source
and sink subtasks.

This task model is coherent with several hardware architectures. It could represent a set of DAG tasks that run on a
distributed multiprocessor system where processors belong to different systems and each processor has its own speed si
(uniform processors). The task model is executed on a distributed architecture according to a partitioned scheme. In this case,
if two connected subtasks with precedence constraints are scheduled in different processors, they will induce an inter-processors
communication to exchange information.

Moreover, our task model could describe a DAG task set that executes on a multi-core architecture. This architecture contains
a cache memory dedicated to every core and a global shared memory. If two dependent subtasks are scheduled on different
cores, they will produce communication delays due to the access to the global memory to exchange data between the two
subtaks. Even if the two subtasks execute on the same core, a delay may be introduced because of global memory access in case
of a cache miss. Hence, the delay caused by precedence edge could be represented by additional subtasks with probabilistic
execution time where the probability of the high values is proportional to the cache miss rate.

III. MOTIVATING EXAMPLES

The task model described above could be encountered in several systems on real world applications. For instance, in the
design of unmanned aerial vehicle (UAV) for critical mission, the drone has several tasks that include sensor reading, navigation,
detection, motors control, etc. These tasks should respect temporal and precedence constraints to ensure safety and stability.
They will run on a multi-core embedded processor and they will be affected by the high variation of the execution time caused
by inter-tasks interference, cached memory and complex architectures (pipeline, branch prediction, dedicated DSP. . . ). Besides,
the drone should communicate with a ground station to send information and receive instructions. The delay of the wireless
communication has high variation depending on the distance and the environment conditions. According to our model, this
communication step could be seen as subtask on the DAG precedence graph. This subtask has probabilistic execution time
which describes well the communication delay variation.

In addition, another application could be described by our task model; The vehicles platoon driving consists of group of
cars or trucks that follow a leader vehicle, generally in a highway, using electronics control and wireless communication.
Platooning allows to save fuel by reducing air resistance and required safety distance even with high speed driving. In this
case, wireless communication become very sensitive to driving speed and distances between vehicles. This sensitivity will
introduce an important variation in the communication delays which can be modeled with a probabilistic execution time. When
we look at the whole system, we can describe it as distributed multiprocessors system with one processor for each vehicle.
These processors are communicating as message passing system via wireless link to exchange data and instructions.

IV. OPEN PROBLEMS

Similar task models were proposed and resolved in previous work. In [2]–[4] authors work on schedulability of DAG tasks
with deterministic parameters on multiprocessor. While [5] studied the schedulability of DAG Tasks in presence of probabilistic
execution time on single processor platform. As an extension to these existing model, we consider a probabilistic approach on
a multiprocessor system and we could define several open problems according to our task model. For example, in case of a
distributed system, we could choose a partitioned scheduling approach that defines which task or subtask will be assigned to a
given processor (remote system). Moreover, partitioned and global scheduling policies are two possible choices for multi-core
systems with shared memory.

Problem 1. We assume that each subtask can be executed only on one processor for a given subtask partitioning. How do we
calculate the probabilistic worst case response time (pWCRT) for each task?

Problem 2. We assume that each subtask can be executed on any processor. However, a job of a subtask that started its execution
on given processor can not migrate. Under these conditions, how do we calculate the probabilistic worst case response time
(pWCRT) for each task?
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How effective is sensitivity analysis with probabilistic
models?
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I. INTRODUCTION AND MOTIVATION

Probabilities are a quite recent modeling paradigm for real-time systems. They offer more flexible representations than classical
deterministic-single-value models, by applying multiple values. Each of those values has an associated probability that defines the
”confidence” of the value as model. Probabilistic models tents to explore what is beyond the single value worst-case and thus aiming at
reducing the pessimism that single value models bring.

The flexibility from probabilistic models can be used into system design, especially in scheduling. The probabilities can be involved
into both off-line and runtime decisions to help improving overall performance, especially with soft real-time systems. Actual approaches
to probabilistic schedulability analysis have not yet explored such flexibility. This is due to the fact that it is extremely complex to do
schedulability analysis with probabilities – all the values from every task have to be combined for reliable results. Existing probabilistic
schedulability analyses are empirical solutions and not structured as formal methods; they cannot rely on appropriate mathematical analysis
to ease the guarantee of the results. The complexity of the probabilistic schedulability analysis is a big limitation to explore the potential
of probabilities. Due to that, it is not yet possible to study the impact that each value in the probabilistic models has on the schedulability,
and most of all there are very rare works that apply probabilities into scheduling decisions [6].

The lack of formal-method-based probabilistic schedulability approaches has been the objective of the RTSOPS 2017 abstract ’Markov
Chain Modeling of Probabilistic Real-Time Systems’. In there, it has been proposed to use Continuous Time Markov Chains to model jobs
executions, with job interactions, and validate the framework with model checking. https://forge.onera.fr/projects/probscheduling and [10]
are schedulability analysis implementations and theoretical proof as follow up of the RTSOPS abstract.
Probabilistic models: A real-time application is a set Γ of tasks, Γ = {τi}. Γ it is called probabilistic real-time application whenever
at least one of its elements is described with a probabilistic parameter. In this abstract it is assumed to be the probabilistic Worst-Case
Execution Time (pWCET), but it can be any task parameter e.g., task minimum inter-arrival time or period. We consider the pWCET as
a discrete distribution defined to upper bound any possible execution time the task can have [4]. It composes of multiple values, each
with an associated probability; those values are Worst-Case Execution Times (WCET) thresholds for the task, while the probabilities are
”confidence” degree on the WCET threshold as the probability that the task execution time is bounded by the WCET threshold.

A task τi of a probabilistic real-time application is the tuple τi = {Ci, Ti, Di} where Ci is the pWCET, Ti is the period, and Di is
the deadline of the task; the case of implicit deadline Di ≤ Ti is considered here. The pWCET as a discrete random variable can be
represented with the Probability Density Function (PDF) fX (x), with the Cumulative Distribution Function (CDF) FCi(x) =

∑x
0 fCi(y),

and with the Inverse Cumulative Distribution Function (ICDF) F Ci(x) = 1−∑x
0 fCi(y) as the the exceeding threshold probability.

For simplicity reasons, we represent the discrete random variable Ci as two arrays: wcet = {ci1, ci2, . . .} for the WCET thresholds, and
pi = {pi1, pi2, . . .} for the probabilities with pij = fCi(cij); Pij is the cumulative probability Pij = 1−∑

k≥j pik.
Resource demand: We assume the Earliest Deadline First (EDF) scheduling to schedule probabilistic real-time applications; similar
reasoning can be done for fixed priority scheduling algorithms. The demand bound function dbfi of task τi is the resource requested by
τi to fully execute by its deadline. dbfi(t)

def
= (b t−Di

Ti
c+ 1)0 × cij and it represents the minimum resource request in order to execute the

task by its deadline; cij is the task WCET. dbfΓ is the resource demand of the whole task set Γ: dbfΓ
def
=

∑
Γ dbfi.

With probabilities, it is possible defining multiple demand bound functions for τi, depending on the WCET threshold cij from Ci.
〈dbfi(t, cij , Pij〉 is a probabilistic demand bound function for τi where to the dbfi there is associated the probability Pij as the exceeding
probability of the WCET threshold cij selected. Pij is the probability for dbfi(t, cij) to be exceeded at runtime when the task executes for
an execution time larger than cij , Pij = F Ci(cij). Γ is modeled with a set of probabilistic demand bound functions, each as 〈dbf(t, C), P 〉
from the combination of tasks demand bound functions dbfi. With C = (c1j , c2k, . . .) the array of WCET threshold values (one for
each task), dbf(t, C) is computed as the summation of the tasks dbfi(cij), and P is the exceeding probability of dbf(t, C) such that
P = P1(c1j)× P2(c2k)× . . .1.
Resource provisioning: The computational resource to execute tasks is provided by reservation mechanisms, also known as servers. The
resource provisioning S(t) of a server S can be lower bounded in [0, t] with the supply bound function (sbf) sbf:
sbfS(t)

def
= mint0≥t

∫ t0+t

t0
S(x)dx [7]. It is possible defining the sbf linear approximation lsbf that lower bounds the resource provisioning

in [0, t], ∀∆ lsbfS(∆) ≤ sbfS(∆): lsbf(∆)
def
= max{0, α(∆)}, with α

def
= lim∆→∞

sbf(∆)
∆ the resource provisioning rate and ∆

def
=

inf{q | α(∆− q) ≤ sbf(∆) ∀∆} the longest interval with no resource provisioning [9].
The EDF schedulability of a task set Γ within a server S can be guaranteed iff: ∀∆ dbfΓ(t) ≤ lsbfS(t); the set of time instances where

to check EDF schedulability can be reduced to the set D of deadlines within the task set hyperperiod [1, 7].
Sensitivity analysis and proposal: The sensitivity analysis to real-time scheduling aims at investigating the impact that task parameters
have on the application schedulability. Classically, the sensitivity analysis applies to deterministic task models in order to study the impact
that task parameters have on schedulability, [8, 2]. With some enhancements, it is applicable to probabilistic real-time frameworks and
extend the impact evaluation to probabilities.

This abstract is for illustrating possible ways to apply sensitivity analysis with probabilistic models and ease the complexity of actual
probabilistic schedulability analysis. We believe that sensitivity analysis would allow exploring the flexibility of the probabilistic models
into real-time systems design and development. Moreover, the sensitivity analysis would directly link probabilities to scheduling conditions
and effectively apply them into scheduling decisions. This is an open problem since so far there are not proposed effective works on that.

1The probability multiplication for P as joint probability is possible due to the worst-case distribution assumption [3]. As Ci are pWCETs they are independent, then the
combination of dbf is independent. To remind that Pj are cumulative probabilities and their multiplication ends up into cumulative probability.5



The abstract illustrates ideas around sensitivity analysis and probabilities which could lead to unexplored contributions for reducing the
pessimism and implementing better probabilistic schedulers.

II. (α,∆)-SPACE

Given the schedulability condition with demand bound function and lsbf, it exists the (α,∆)-space where to represent resource
provisioning and resource requests/demands, [8]: an application Γ can be mapped into the (α,∆)-space with its feasibility region ΦΓ as
the set of all service supply pairs (α,∆) that guarantee the application timing constraints (schedulability). The feasibility region ΦΓ in
case of EDF is such that ∀ t ∈ D : dbf(t) ≤ α · (t−∆), which means that ∀ t ∈ D : ∆ ≤ t− dbf(t)

α , and ∆ ≤ mint∈D

{
t− dbf(t)

α

}
.

Similarly, with fixed priority and level-i workload, it is possible defining (α,∆)-space feasibility regions.
With probabilities there exist multiple probabilistic feasibility regions depending on the WCET thresholds C applied. Each 〈ΦΓ(C,P 〉

is a feasibility region ΦΓ(C) from the WCET thresholds selected C and the probability P associated to it. P is the same as the one
of 〈dbf(t, C), P 〉 and is the probability of exceeding ΦΓ(C); it can be also interpreted as the probability of verifying the condition
dbf(·, ·) ≤ sbf, thus the ’schedulability probability’.

In (α,∆)-space, there exists the Euclidean distance (δα = α2 − α1, δ∆ = ∆2 −∆1) which defines the distance between two resource
supply lsbf; it can be extended with probabilities and used for sensitivity analysis.

With the probabilistic (α,∆)-space, the sensitivity analysis would:
1) Evaluate the resource demand for probabilistic schedulability answering to: For a specific probability, what are the resource provisioning
necessary to guarantee the probabilistic real-time application? Resource evaluation can be applied to develop and guarantee strategies that
change resource provisioning and obtain specific probabilistic schedulability levels.
2) Define and explore the resource provisioning-probabilistic schedulability trade-offs. The trade-offs are to explore the effects that the
WCET thresholds have on the schedulability and on the resource necessary to achieve certain probabilistic schedulability levels.
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In Figure 1, an example of (α,∆)-space for an probabilistic application scheduled under EDF. In there, there are represented 5 feasibility
regions as well as 7 possible resource modifications which can be applied in order to achieve the desired probabilistic schedulability level.

We propose to do sensitivity analysis with a parameter β applied to pWCETs. β defines the cumulative probability at which extract
pWCET thresholds from a pWCET. It is possible define a unique β for Γ or a βi per task τi, βi = {β1, β2, . . .}. β is represented in
Figure 2 with the multiple possible WCET threshold extracted from a continuous distribution. The more β reduces, the more the WCET
threshold increases and becomes more ”confident” to be the worst-case single-value model. β applies the same way to discrete pWCET
distributions. In Figure 1 there is an example of that where the 5 feasibility regions are derived for 5 different β. The sensitivity analysis
with strategies for changes and the use of β is under development. Under definition there are the metrics for quantifying the advantages
from probabilistic models (pessimism reduced for different degrees of schedulability). The complexity of the probabilistic analysis and for
developing strategies appears reduced with the (α,∆).

III. C-SPACE

The C-space from [2, 5] is another abstract representation for real-time applications on which apply sensitivity analysis.
From probabilistic models (pWCET and probabilistic dbf), it is possible to build the probabilistic version of the C-space, such that each

point c has a P probability associated. c = {c1, c2, . . .} is a combination of task WCET thresholds (possible WCET thresholds, one per
task, like C), while the probability P is the probability of exceeding such thresholds P = P1(c1,j)× P2(c2,k)× . . .. In the probabilistic
the C-space, P cannot represent the schedulability probability.

Given the scheduling policy, in the probabilistic C-space there is the feasibility region where every point c within the region is a
schedulable WCET thresholds configuration. The points outside the region do not represent schedulable WCET thresholds configurations.
Figure 3 shows an example probabilistic real-time application with three tasks, and its probabilistic C-space in 2D form; to each point,
there is a probability associated.

With the probabilistic C-space it is possible to apply Euclidean distance (δc1 = c1k−c1j , δc2 = c2r−cis, . . .) combined with probabilities,
and evaluate the impact that WCET choices have on the schedulability. The sensitivity analysis for the probabilistic C-space can also work
with parameter β. It is under discussion how to develop effective sensitivity analysis for the probabilistic C-space and with β. The goal
is also to show a reduced complexity of the probabilistic schedulability analysis from the sensitivity analysis with the C-space.
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I. INTRODUCTION

One of trends in embedded systems is toward Mixed-Criticality (MC) systems, which integrate multiple components with
different criticality levels on a single platform. Their examples are ARINC standard in avionic systems [1] and ISO 26262
standard in automotive systems [2]. The goal of MC systems is to provide different levels of assurance on components of
different criticality while achieving efficient resource utilization.

Since Vestal’s seminal work [3], most of existing solutions [4]–[10] employ (system-level) criticality mode-switch from
low-criticality (LC) mode to high-criticality (HC) mode when a task shows HC behavior (executing for more than its low-
confidence Worst-Case Execution Time (WCET) estimate). Upon any task transiting to the HC mode, where all the other tasks
show HC behavior, those existing solutions commonly penalize all of the LC tasks, i.e., either by dropping all [4], [6] or
degrading all the services offered to them [5], [7]–[10].

Addressing the fact that not all HC tasks necessarily show HC behavior at the same time, recent studies [11]–[13] consider
task-level mode-switch, where tasks can exhibit HC behavior at different times, independently from each other. Under task-level
mode-switch, it is allowed that some HC tasks execute in the HC mode while others remain in the LC mode. This makes it
possible to penalize some of the LC tasks selectively in the event of mode-switch, rather than all of them unnecessarily.

Although earlier work considered that mode-switch situation is a very rare case, there is increasing demand applying mixed-
criticality system into the domain where mode-switch normally happens [5]. For the domain, developing switch-back protocol
from HC mode to LC mode is necessary, as well as mode-switch protocol from LC mode to HC mode, which is well studied in
the existing work. Baruah et al. [4] introduced a simple switch-back protocol that initializes criticality mode at idle times. There
are some recent studies considering switch-back [14], [15], which reduce the time duration of HC mode under system-level
mode-switch. The drawback of their approach is the fact that the initialization of criticality mode is possible only when there
is no HC behavior inside the system (or component), which potentially degrades the execution of LC tasks due to a larger
time duration of HC mode.

System Model. We consider dual criticality: high-criticality (HC) and low-criticality (LC). We consider an MC task set
consisting of n MC tasks. Each MC task τi is characterized by (Ti, C

L
i , C

H
i , χi), where Ti is task period, CLi is LC WCET,

CHi is HC WCET, and χi ∈ {HC,LC} is task criticality level. Depending on χi, a task is either a LC task or a HC task. The
LC and HC utilization of a task τi are defined as uLi

def
= CLi /Ti and uHi

def
= CHi /Ti, respectively. For notational convenience,

we define ULL
def
=

∑
τi∈τL u

L
i , ULH

def
=

∑
τi∈τH u

L
i , and UHH

def
=

∑
τi∈τH u

H
i .

We will consider runtime mode of tasks, similar to [13]. For HC tasks, each task has its own task-level criticality mode
(task mode) (denoted as Mi) that indicates its runtime behavior. A task τi is said to be in LC mode (Mi = LC) if no job of the
task has executed more than its LC WCET (CLi ), and be in HC mode (Mi = HC) otherwise. Under task mode, we consider
task-level mode-switch, where an individual task changes its task mode independently (see Fig. 1(a)). That is, each HC task
starts in LC mode, and switches to HC mode when its execution time violates CLi (called mode-switch). It is also possible that
a task can switch from HC-mode to LC mode when its execution time is expected to be less than or equal to CLi for a while
(called switch-back). For LC tasks, we consider runtime execution state of a task (see Fig. 1(b)): each LC task is in either
active state or dropped state. Initially, all LC tasks are active (jobs of the tasks are released sporadically). On mode-switch,
some LC tasks are allowed to be dropped in order to support HC tasks with their additional resource requests. When a LC
task is dropped, no job of the task is released. On switch-back, some dropped LC tasks are allowed to be re-execute when the
system determines that there are enough resources to execute the tasks.

II. A SWITCH-BACK PROTOCOL TO IMPROVE THE LC PERFORMANCE UNDER TASK-LEVEL CRITICALITY MODE

MC-ADAPT Scheduling Framework. We will develop a switch-back protocol under MC-ADAPT scheduling frame-
work [13]. MC-ADAPT extends EDF-VD [4] under system-level mode-switch and develop a new scheduling algorithm under
task-level mode-switch. MC-ADAPT aims to minimally penalize LC tasks by fully reflecting the dynamically changing system
behavior into adaptive decision making. MC-ADAPT runtime schedulability analysis can capture the dynamic system state,
and MC-ADAPT scheduling algorithm adaptively determines which task to be dropped based on the runtime analysis.

System state [13] captures the dynamic system behavior at mode-switch, including the task mode (execution state) of each
task: for a given task set τ , a system state S is defined as a four-tuple of disjoint sets: S = (τH1, τH2, τL1, τL2) where τH1

is the LC-mode HC task set (τH1 = {τi ∈ τH |Mi = LC}), τH2 is the HC-mode HC task set (including the mode-switching

7
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Fig. 1. The Behavioral Model of an MC Task

task) (τH2 = τH \ τH1), τL1 is the active LC task set, and τL2 is the dropped LC task set (including the dropping LC tasks
at mode-switch) (τL2 = τL \ τL1).

MC-ADAPT can schedule any task set which passes the MC-ADAPT offline schedulability test: ULL+
∑
τi∈τH min(

uL
i

x , u
H
i ) ≤

1 and xULL + UHH ≤ 1. If a task set is accepted by the offline analysis, there are preprocessing steps for MC-ADAPT before
runtime scheduling phase: a) sort LC tasks in decreasing order of their task utilization; b) the VD of each HC task τi is
assigned by Vi = x ·Ti where x = min(1, (1− UHH )/ULL ); and c) for each HC task τi, the initial task mode of the task is HC
mode (Mi = HC) if CLi /Vi > CHi /Ti, and LC mode (Mi = LC) otherwise.

MC-ADAPT schedules the job with the earliest effective deadline and operates under the following rules: a) schedule LC
tasks with their real deadlines; b) for each HC task τi, schedule the task with its VD if the task is in LC mode (Mi = LC)
and with its real deadline if the task is in HC mode (Mi = HC); c) at the mode-switch of a HC task τi, set Mi := HC and
drop the LC task with the highest utilization among the active LC task set (τL1) until the dropped LC task set (τL2) satisfies
the online schedulability test for mode-switch (Eq. (1)):

ULL2 ≥
ULL1 + ULH1/x+ UHH2 + ULL − 1

1− x . (1)

Switch-back Protocol. Based on MC-ADAPT framework [13], we will develop a new switch-back protocol. The previous
MC-ADAPT employs the simple switch-back protocol used in EDF-VD [4], which initializes task-modes of all HC tasks and
execution states of all LC tasks at idle time. The problem of the simple system-level switch-back protocol is larger time duration
of HC mode for HC tasks, which potentially degrades the performance of LC tasks. In order to improve the performance of
LC tasks, we need to reduce the time duration of HC mode in HC tasks. As fine-grained (task-level) mode-switch mechanism
was applied in MC-ADAPT, we can consider fine-grained (task-level) switch-back mechanism.

The first question is how to determine the switch-back of a HC task. A simple approach is to change the task-mode of the
HC task whose k-th job triggered mode-switch from HC mode to LC mode at the next job release (the release time of the
(k + 1)-th job. If there exists time locality of mode-switch and non-zero mode-switch overheads, the simple approach cannot
be a good choice.

The second question is how to develop runtime task resume protocol. The protocol is activated at runtime switch-back
situation. Among LO-tasks dropped by previous mode switches, the protocol selects a set of LC tasks to be active. Then, the
system changed the execution state of the selected LC tasks from the dropped state to the active state and execute the LC
tasks normally. We would like to derive the online schedulability test for switch-back, similar to Eq. (1).
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Abstract

Even though earliest-deadline-first (EDF) is optimal in terms of uniprocessor schedulability, it is not easy to verify the
schedulability of EDF on a uniprocessor for task sets with constrained deadlines—it has been shown that the problem is actually
co-NP-hard. The most efficient way to solve this problem in polynomial time is via a partially linear approximation of the
demand bound function. On one hand, such an approximation is proven to have a resource augmentation factor no greater than
2 − 1/e ≈ 1.632, where e is the Euler’s number. On the other hand, concrete input instances have been provided to show that
the lower bound of resource augmentation factors for uniprocessor systems under such approaches is 1.5. This paper studies
such strategy and the existing proofs, and present some insights to narrow the gap between the upper and lower bounds of EDF
schedulability test with approximate demand bound functions.

I. BACKGROUND

Sporadic task sets [1] are widely considered workload model in the real-time systems community in the past several decades.
A piece of code (task) τi is characterized by a worst-case execution time (WCET) Ci, a minimum inter-arrival separation length
(also known as period) Ti, and a relative deadline Di. A sporadic task may trigger releases of a number of jobs, where two
consecutive such releases should arrive no shorter than the period. The scheduling window of a jobs is determined by its
release time and absolute deadline (which is Di time units after the release time).

It has been shown in [2] that EDF is an optimal policy for scheduling a task set upon a uniprocessor in a preemptive manner;
i.e., there exists a correct schedule1 for a given task set if and only if it is correctly scheduled under EDF. The known exact
EDF schedulability test2 for constrained deadline sporadic tasks is via checking the sum of demand bound functions (dbf())
of all tasks τi, as presented in:

∀t : 0 < t ≤ lcm{Ti} ::
∑

i

dbf(τi, t) ≤ t, (1)

where

dbf(τi, t) = max{0, b t−Di

Ti
c+ 1} × Ci. (2)

Although [3] showed that the critical instance is when all tasks release their first job synchronously (at time 0, without
loss of generality) and subsequent job arrivals are as rapidly as possible, this is still a pseudo-polynomial time algorithm as
Condition (1) must be verified at all time points t within a hyper-period3.

II. PRELIMINARY RESULTS

In fact, it is not possible to derive a polynomial-time exact schedulability test unless P = NP since the problem has
proven to be co-NP-hard [4]. As a result, approximated polynomial schedulability tests have been derived. Specifically, a linear
approximation is proposed in [5], with a special case mentioned in [6]:

dbf∗(τi, t) =

{
0, if t ≤ Di;(

t−Di

Ti
+ 1
)
Ci, otherwise.

(3)

Since dbf∗(τi, t) ≥ dbf(τi, t) holds for any t ≥ 0 and it is a two-piece linear function, as demonstrated in Figure 1, it is
obvious that we could use dbf∗ instead of dbf in (1) and achieve a sufficient only, yet polynomial time EDF schedulability
test.

1Under a correct schedule, all jobs (released by the tasks) receive enough execution time (up to the WCETs) within their scheduling windows.
2Given a certain scheduling policy, the associated schedulability test is used to verify whether correctness can be guaranteed under all circumstances.
3In practice, it suffices to verify the instances when dbf function changes its value, yet the total number of such time points is still exponentially large.
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A resource augmentation factor of ρ of an algorithm A guarantees that if a sporadic task set is feasible on m identical
processors, the schedule derived from the algorithm A is correct by speeding up the original platform by a factor of ρ. In [6],
Chen and Chakraborty proved the resource augmentation bound on uniprocessor systems is at most 2− 1

e ≈ 1.6322. Theorem
1 of [6] shows that the resource augmentation factor is at least 1.5.

III. INSIGHTS AND ON-GOING EFFORTS

We first introduce some techniques used in [6] and then give some new techniques/insights that may be helpful in lowering
the upper bound of the resource augmentation factor.
Normalization. Given a set of tasks τ = {τ1, τ2, · · · , τn} with D1 ≤ D2 ≤ · · · ≤ Dn, we can transform it to another set

0 5 10 15 20 25 30 35
0
2
4
6
8
10
12
14

Fig. 1. An example for task transformation and dbf modifications, with task
parameters of Ci = 2, Di = 3, Ti = 5, and Dn = 9.

τ ′ with property: dbf∗(τ, t) = dbf∗(τ ′, t) for all t ≥ Dn.

Ci
′ =

(⌊
Dn −Di

Ti

⌋
+ 1

)
· Ci, (4)

Ti
′ =

(⌊
Dn −Di

Ti

⌋
+ 1

)
· Ti, (5)

Di
′ =

(⌊
Dn −Di

Ti

⌋)
· Ti +Di. (6)

The transformation first occurred in [6], here we call it
as a normalization. The following results are from [6] and
are also demonstrated in Figure 1: dbf(τ, t) ≥ dbf(τ ′, t),
dbf∗(τ,Dn) = dbf∗(τ ′, Dn) and Dn

′ < Di
′ + Ti

′ for each
τi
′.

Fixing Deadlines. Previous work only considered the set of
τ = {τ1, τ2, · · · , τn} with Dn < Di + Ti for 1 ≤ i ≤ n.

Assume that dbf(τ, t) ≤ t for all t > 0 and
∑n

i=1 ui ≤ 1,
where Ci

Ti
= ui. To maximize dbf∗(τ,Dn), it is proved that

there is an optimal solution τ with the following property: Di =
∑i

j=1 Cj .
Analyzing. They relaxed the constraints Di + Ti > Dn to Di + Ti = Dn, then there is only one knapsack constraint:∑n

i=1 ui ≤ 1, previous work solved the problem by a greedy method, i.e, ui gets its maximal value if possible, otherwise
ui = 0 by setting Ti = +∞. Such scheme lead to an resource augmentation bound of 1.6322.
Weakness. Following the above analysis we found that dbf(τ,Dn) may get too much larger than Dn, which violates the
constraint dbf(τ,Dn) ≤ Dn.
Observation 1: Assume T1, T2 are feasible on uniprocessor and each task in T2 has the same execution time. Then
lim|T1|→∞ supT1

dbf∗(T1, Dn) ≤ lim|T2|→∞ supT2
dbf∗(T2, Dn).

Observation 2: Assume T is a set of tasks with property: for each task we have dbf(τi, t) ≤ t, where 0 ≤ t ≤ Di +Ti. Then
supT dbf

∗(T,Dn) ≤ 14Dn

9 .
Our Result. We recently proved that the resource augmentation factor of uniprocessor EDF schedulability with sporadic tasks
is at least 14/9, which is much close to the lower bound 1.5 given in [6]. We hope eventually an upper bound of 1.5 is proved
following the aforementioned insights, and thus the problem can be closed.
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Abstract
This paper discusses the open problem of priority assignment for systems using Fixed Priority Preemptive Scheduling (FPPS),

where the context switch costs are dependent on whether or not the preempting and the preempted tasks belong to the same
process and hence share the same address space. Schedulability tests for such systems are not compatible with Audsley’s Optimal
Priority Assignment (OPA) algorithm. We pose the question: Can optimal (or close to optimal) priority assignments be found
efficiently, ideally in a polynomial number of schedulability tests, avoiding the need to check all n! possible priority orderings?

I. INTRODUCTION

The relevant safety standards (IEC61508, DO-178C, ISO26262) for electronics, avionics, and automotive systems require
that either all applications are developed to the standard required for the highest criticality application, or that independence
between different applications is achieved in both the spatial and temporal domains. One approach to ensuring spatial isolation
is to make use of the concepts of processes and threads, where each process has a separate memory address space. Using
a single process for all high criticality applications provides a single memory address space, easing the costs of interaction
between high criticality tasks, which are implemented as threads within that process. Low criticality applications and their
tasks can similarly be mapped to another distinct process and its threads. This ensures that tasks in low criticality applications
cannot corrupt the data or memory space used by high criticality applications. Alternatively, individual applications may each
be mapped to a distinct process, providing spatial isolation between applications of the same criticality.

The use of processes and threads gives rise to varying context switch costs [1]. Switching threads within a process (i.e. the
context switch between tasks of the same application) has a low cost, since this involves switching only the resources unique
to the threads, for example the processor state (program counter, stack pointer, processor registers etc.), which can typically be
done in a very short time and may be assisted by hardware support. By contrast, switching between processes (i.e. the context
switch between tasks of different criticality applications) may have a much higher cost. It involves switching the resources
related to the processes. In particular, switching the memory address space, and can also involve operations on the caches [2],
and the Translation Lookaside Buffer (TLB), making process switches a much more costly operation.

In a recent paper [3] at RTAS 2018, Davis et al. derived three flavors of schedulability analysis for FPPS accounting for
differing context switch costs, referred to as simple, refined, and multi-set analysis. Here we focus on the refined analysis.

II. SYSTEM MODEL

The system model assumed is an extension of the classical sporadic task model. We are interested in tasks executing under
FPPS on a single processor. Each of the n tasks (τ1, τj , . . . , τn), is assigned a unique priority. Each task is characterized by its
relative deadline Di, worst-case execution time Ci, and minimum inter-arrival time or period Ti. Tasks are assumed to have
constrained deadlines (Di ≤ Ti). A task is schedulable if its worst-case response time Ri is less than or equal to its deadline
(Ri ≤ Di). Each task is assumed to belong to an application mapped to a specific process and hence a specific address space.
Ai indicates the address space that task τi is mapped to. If tasks τi and τj belong to the same process and address space,
then Ai = Aj , otherwise Ai 6= Aj . We assume that a context switch from one task τi to another τj has a large cost CC if it
involves switching process and address space (i.e. when Ai 6= Aj), and a small cost CS otherwise.

III. ANALYSIS

The simple analysis presented in [3] makes the assumption that all context switches incur the large context switch cost. It is
thus equivalent to the standard response time analysis for FPPS [4], [5] with the large context switch cost subsumed into each
task’s WCET. In reality, however, the context switch time depends on both the preempting task and the preempted task. Taking
this information into account, the standard analysis is refined in [3] as follows. Note we assume that the first job in the busy
period always experiences a large context switch time, since the previously running job may be associated with a different
process and address space. (We assume that soft real-time tasks may run in a background process at the lowest priority).

Ri = Ci + CC +
∑

∀j∈hp(i)

⌈
Ri

Tj

⌉
(Cj + γi,j) where γi,j =

{
CC if ∃h ∈ aff(i, j)|Ah 6= Aj

CS otherwise (1)

Where hp(i) denotes the set of tasks with priorities higher than that of task τi, and aff(i, j) denotes the set of affected tasks that
can execute between the release and completion of task τi and also be preempted by higher priority task τj , these tasks have
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priorities higher than or equal to that of task τi, but lower than that of task τj . The term γi,j equates to a large context switch
time only if there is some task τh that can execute during the busy period (i.e. the response time) of task τi, be preempted by
task τj , and belongs to a different process and address space to τj .

It is easy to construct examples with three tasks τA, τB , and τC with AA = AC and AA 6= AB showing that the worst-case
response time of task τC depends upon the relative priority order of tasks τA and τB ; such an example is given in [3]. This
means that Deadline Monotonic (DM) priority assignment [6] is no longer optimal. Further, the analysis is not compatible with
Audsley’s Optimal Priority Assignment (OPA) algorithm [7], since the dependence on the relative priority ordering of higher
priority tasks breaks a necessary condition for the applicability of Audsley’s algorithm [8].

IV. OPEN PROBLEMS

A priority assignment algorithm or policy P is said to be optimal with respect to a schedulability test S and a given task
model, if and only if there are no task sets that are compliant with the task model that are deemed schedulable by test S using
another priority assignment policy, that are not also deemed schedulable by test S using policy P .

We are interested in finding optimal priority assignments for systems with context switch costs that depend on whether the
preempting and the preempted task belong to the same process, and so share a common address space. Here, each task belongs
to one of two (or more) distinct processes, and the analysis used is the refined test for FPPS given above (or alternatively, the
multi-set analysis given in [3]). In each case, an optimal priority assignment could be found by exploring all n! possible priority
orderings; however, such an approach becomes intractable even for relatively small task sets (e.g. for n = 15, n! > 1012).
Rather, we are interested in efficient methods of finding an optimal (or close to optimal) assignment; ideally with complexity
that is polynomial in the number of schedulability tests.

Priority assignment toolkit and ideas
In prior work on priority assignment for fixed priority systems, a number of techniques have proven useful:

(i) Establishing the properties of a priority ordering by considering if schedulability is maintained when the priorities of
particular tasks are swapped, for example swapping tasks that have adjacent priorities but are out of DM order [9].

(ii) Work on Robust Priority Assignment [10] has established certain properties (such as the optimality of DM priority
ordering) that hold in the presence of general forms of additional interference. It can be useful to disregard subsets of
tasks, representing them only as additional interference, to enable a simpler form of reasoning about the optimal priority
ordering of the tasks that remain.

(iii) Simple sufficient tests (using only the large context switch costs) and simple necessary conditions (using only the small
context switch costs) that are compatible with Audsley’s algorithm can be used to guide priority assignment [11]. These
techniques enable partial assignments to be found that are certain to be schedulable, while discarding others that are
certain to be unschedulable.

As an initial idea, if we could show that if a schedulable priority ordering exists, then a revised ordering with all of the tasks
belonging to each specific process in DM partial order is also schedulable, then reasoning along these lines might reduce the
overall problem to one of merging DM partial orders for each process – potentially a much simpler problem.

For more background information on techniques for priority assignment in fixed priority systems, see the review on this
topic [9]. Finally, we note that solutions to the problems posed may lead to improved solutions to the more complex problem
of priority assignment for FPPS with Cache Related Preemption Delays (CRPD) [12] [13].
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I. INTRODUCTION

First-In-First-Out (FIFO) is a widely used scheduling policy that can easily be implemented in hardware or software. With
FIFO scheduling, the order in which jobs of tasks are executed depends only on their release times. This means that there are
no preemptions, since no future job can have a higher priority than one that has already been released. Since tasks are not
preempted, their worst-case execution times (WCETs) can be estimated with a higher degree of accuracy [1]. Further, on a
uniprocessor, non-preemptive execution means that a running task has exclusive access to shared resources. This allows FIFO
scheduling to reduce both design complexity and implementation overheads [2]. FIFO scheduling is also sustainable w.r.t. a
reduction in execution times, i.e., if a task set is schedulable under the FIFO policy when all jobs exhibit their WCETs, then
the system remains schedulable even if some jobs require less execution time [3]. As a result, in the absence of release jitter,
it is possible to use a simulation-based schedulability test to obtain exact response-time analysis for periodic tasks under FIFO
scheduling.

The key issue with FIFO scheduling is that it does not take task deadlines into account and so is ineffective at meeting time
constraints [3]. This is because once a task enters the FIFO queue, its position in the queue cannot be changed even if a more
urgent task is released later. FIFO scheduling of a hard real-time system therefore usually implies a severe under-utilization
of the processing resource [2]. In an attempt to improve schedulability, Altmeyer et al. [3] proposed a method where offsets
are chosen randomly until an assignment is found that is schedulable using FIFO scheduling; however, this solution does
not scale well beyond a few tasks or to task sets with a high utilization [2]. We note that this is an example of the classic
offset assignment problem, where the goal is to find an offset for each task such that the task set becomes schedulable by the
given scheduling algorithm. In this case, the initial offset chosen for each task affects both the release times and the absolute
deadlines of its jobs.

Recently, Nasri et al. [2] introduced a novel and different way of using offsets. Here, the initial offsets are assumed to be
fixed, and hence the absolute deadlines for the jobs are also fixed. With the approach of Nasri et al. [2], jobs are partitioned
into different groups and each group has a different additional relative offset applied. These relative offsets affect only the
release times of the jobs, but not their deadlines. Fig. 1-(a) shows a FIFO schedule using multiple offsets. Note that this task
set is not schedulable by any work-conserving policy if each task has only one offset (see Fig. 1-(b)). This example illustrates
that going beyond one offset per task can yield significant gains in schedulability [2].

Next, we precisely define the relative offset assignment problem with multiple offsets, as explored by Nasri et al. [2]. We
assume that a periodic task set is represented by τ = {τ1, τ2, . . . , τn}, where each task τi is characterized by its period Ti,
deadline Di, WCET Ci, and initial offset Oi. In order to express multiple offsets for a task, we use offset pairs denoted by
OP = (k, o), where k is the job index (from the start of the hyperperiod) from which a new offset o is applied. For example,
an offset pair (3, 12) means that starting from the third job in the hyperperiod, each job of the task has an offset of 12 +Oi,
until this is changed by a later offset pair (if any). More precisely, the release time and deadline of the jth job of task τi with
relative offset oi,x are ri,j = Oi + (j − 1) · Ti + oi,x and Di,j = Oi + (j − 1) · Ti +Di respectively. (Note that the relative
offset does not alter the deadline).

II. CHALLENGES AND OPEN PROBLEMS

Open Problem 1: Given a periodic task set τ , for each task τi (characterized by Ci, Ti, Di, Oi) find a set of offset pairs
Ôi = 〈(ki,1, oi,1), . . . , (ki,mi

, oi,mi
)〉 such that the resulting task set is schedulable using FIFO scheduling.

Open Problem 1 comes with several challenges. Firstly, this problem is strongly NP-Hard since any general solution could
also be used to solve the non-preemptive scheduling problem for periodic tasks, which is known to be strongly NP-hard [4].
Secondly, iterative approaches that attempt to find offsets for tasks one after another cannot easily be applied since changing
the offset of one task may change the alignment of the releases of that task w.r.t. all other tasks, resulting in a totally different
and potentially infeasible schedule [2]. This issue is more important for non-preemptive scheduling, since due to the blocking
effect a change in the schedule of a lower-priority task affects both higher and lower priority tasks as well as the next job
of the task itself. This makes the offset-assignment problem more difficult than the commonly studied preemptive case under
fixed-priority scheduling. Interestingly, in the case of sets of periodic tasks with non-harmonic periods, it may not be possible

† The first author is supported by a fellowship from the Alexander von Humboldt Foundation.
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(a) FIFO schedule with multiple offsets  𝑂1 = 1, 0 , 
 𝑂2 = 1, 1 , 2, 6 , 3, 1 ,  𝑂3 = 1, 11 , and  𝑂4 = 1, 39

(b) Non-preemptive RM (or EDF) schedules (c) Schedulability ratio of various scheduling algorithms
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Fig. 1. (a) shows a FIFO schedule with multiple offsets, (b) shows a non-preemptive rate-monotonic schedule for the same task set, and (c) shows a comparison
between the schedulability ratio of various algorithms according to the results of Nasri et al. [2] for task sets similar to those used in automotive systems.

to find a single offset per task that ensures schedulability. Fig. 1-(b) shows an example task set that can be scheduled with
two offsets for a task, but is infeasible with only one.

An extreme solution would be to assign one offset to each job of a task. In that case, the problem reduces to one of finding
a feasible non-preemptive schedule, since the offset of each job can point to its start time in the non-preemptive schedule. This
approach, however, requires a large amount of memory to store the offset pairs, which leads to the following open problem.

Open Problem 2: Solve Open Problem 1 such that the total number of offset pairs is minimized, i.e., min
∑n

i=1 |Ôi|.
Recently, we have proposed a heuristic for solving Open Problem 1 [2], which is based on a reverse method, i.e., instead of

proposing an algorithm to find the offset pairs while building the schedule, our method starts from a given feasible reference
schedule and tries to assign offset pairs such that the FIFO scheduler mimics the given reference schedule. This technique, which
is called offset tuning, finds a small set of offsets such that the resulting FIFO schedule becomes equivalent to the reference
schedule, i.e., the resulting FIFO schedule has the same job ordering as the reference schedule and no job in the FIFO schedule
finishes later than the corresponding job in the reference schedule. Thus, offset tuning guarantees FIFO schedulability by design,
provided that the reference schedule is feasible. Offset tuning has O(M logM) computational complexity, where M is the total
number of jobs in the hyperperiod. In order to obtain high levels of schedulability, we used the non-preemptive, non-work-
conserving Critical-Window EDF (CW-EDF) [5] scheduling algorithm to produce the reference schedule. This combination
enables high schedulability to be achieved while retaining the low runtime of FIFO scheduling with only a small added memory
footprint [2]. Fig. 1-(c) compares the schedulability ratio of FIFO, non-preemptive fixed-priority (NP-FP) with rate-monotonic
priorities, and FIFO with offset tuning (FIFO-OT). It is worth noting that the offset tuning method [2] greedily minimizes
the number of offsets used for each individual task; however, this does not necessarily result in the minimum number for the
task set as a whole. The proposed solution thus does not optimally solve Open Problem 2, even though empirically it tends to
perform well [2]. Further, the performance of the offset-tuning heuristic for other types of reference schedules (e.g., obtained
from an ILP solver) is unclear and may be much less efficient.

One possible extension is to consider systems in which tasks exhibit release jitter. Release jitter, which can arise due to
timer interrupts, interrupt latency, network delays, etc., can potentially change the order of jobs in the FIFO queue at runtime.
Such runtime unpredictability renders Open Problem 1 much more challenging, since the relative offsets used must make the
resulting FIFO schedule consistent (or at least schedulable) for any combination of release jitter for all of the different tasks.

Open Problem 3: Given a periodic task set τ , for each task τi (characterized by Ci, Ti, Di, Oi, Ji) find a set of offset
pairs Ôi = 〈(ki,1, oi,1), . . . , (ki,mi

, oi,mi
)〉 such that the resulting task set is schedulable using FIFO scheduling.

Another possible extension is to relax the constraints that the initial offsets Oi are fixed. This leads to an open problem that
builds upon the classic offset assignment problem.

Open Problem 4: Given a periodic task set τ , for each task τi (characterized by Ci, Ti, Di) find an initial offset Oi and a
set of offset pairs Ôi = 〈(ki,1, oi,1), . . . , (ki,mi , oi,mi)〉 such that the resulting task set is schedulable using FIFO scheduling.

REFERENCES

[1] R. Wilhelm, J. Engblom, A. Ermedahl, N. Holsti, S. Thesing, D. Whalley, G. Bernat, C. Ferdinand, R. Heckmann, T. Mitra, F. Mueller, I. Puaut,
P. Puschner, J. Staschulat, and P. Stenström, “The worst-case execution-time problem - overview of methods and survey of tools,” ACM Trans. Embed.
Comput. Syst., vol. 7, no. 3, pp. 36:1–36:53, 2008.

[2] M. Nasri, R. I. Davis, and B. Brandenburg, “FIFO with Offsets: High Schedulability with Low Overheads,” in RTAS, 2018, pp. 271–282.
[3] S. Altmeyer, S. Sundharam, and N. Navet, “The case for FIFO real-time scheduling,” University of Luxembourg, Tech. Rep., 2016.
[4] K. Jeffay, D. F. Stanat, and C. U. Martel, “On non-preemptive scheduling of periodic and sporadic tasks,” in RTSS, 1991, pp. 129–139.
[5] M. Nasri and G. Fohler, “Non-work-conserving non-preemptive scheduling: motivations, challenges, and potential solutions,” in ECRTS, 2016, pp. 165–175.

14



DAG Scheduling Algorithm Considering
Large-scale Calculation Tasks Using Many-core

Architecture
Yuto Kitagawa

Graduate School of Engineering Science
Osaka University, Japan

Takuya Azumi
Graduate School of Science and Engineering

Saitama University, Japan

I. INTRODUCTION

In recent years, computing platforms that support embedded systems have become increasingly multicore and many-core
because such embedded systems have become automated and increased in terms of size and complexity. For example, many-core
hardware for embedded systems including Kalray MPPA-256 [1] and Tilela TILE-Gx [2] is suitable for large-scale calculations
and therefore the primary solution for implementing today’s embedded systems. Such many-core hardware for embedded
systems can run an application of the autonomous driving system [3]. In general, these systems are good at running different
applications simultaneously because they have multiple instruction, multiple data (MIMD) architectures.

The autonomous driving system includes such a variety of different applications (i.e. localization and object recognition) using
a variety of data (e.g. onboard cameras, GPS, infrastructure-to-vehicle (I2V), vehicle-to-vehicle (V2V)). In these applications,
there are multiple tasks and multiple dataflows between the tasks. In its entirety, the autonomous driving system can be described
as a directed acyclic graph (DAG) by modeling tasks as nodes and dataflows as edges. Furthermore, each task has a potentially
different deadline; therefore, the problem of meeting each deadline can be expressed as a DAG scheduling problem. To meet
deadlines, shortening the schedule length (i.e. makespan) of the entire DAG is a powerful approach, however, scheduling a
large number of tasks on multiple processors to minimize the overall scheduling length is recognized as an NP-complete
optimization problem. Therefore, heuristics are utilized to obtain acceptable near-optimal solutions.

Most heuristic scheduling algorithms are based on list scheduling [4], [5]. List scheduling consists of two phases, i.e. (i)
a task prioritizing phase in which tasks in a DAG are listed in order by their priority and (ii) a processor-selection phase
in which tasks with the highest priorities are scheduled. List scheduling provides high-quality scheduling and is generally
accepted owing to its low complexity. Of particular relevance here, the research work presented in [4] and [5] proposes DAG
scheduling algorithms for automotive applications; however, these algorithms do not consider processing tasks that require a
large amount of computation, for example, image processing algorithms. To ensure quick response times, these tasks must be
processed using separate hardware resources, including graphics processing units (GPUs) and many-core processors.

Given the above state-of-the-art and corresponding limitations, we study a DAG scheduling algorithm that considers process-
ing tasks that require a large amount of computation. As expected, such tasks are offloaded to large-scale computing resources
for processing. The DAG scheduling algorithm studying now is designed specifically for the many-core Kalray MPPA-256.
Taking advantage of the characteristics of a DAG, offloading is modeled, and task scheduling is performed.

II. SYSTEM MODEL

A. Target many-core hardware

The Kalray MPPA-256 processor [1] is based on an array of computing clusters (CCs) and I/O subsystems (IOSs) that are
connected to network-on-chip (NoC) nodes using a toroidal two-dimensional topology. The MPPA many-core chip integrates
16 CCs and four IOSs via NoC nodes. In addition, there are 16 processing elements in one CC, and are four processing
elements in one IOS. Kalray MPPA-256 architecture is shown in Fig. 1.

B. DAG notations

An application used for automotive embedded systems can be represented by a DAG as shown in the left side of Fig.
2 [5]. In the figure, sources that generate sensor data include on-board sensors, such as cameras, radar, and GPS systems,
or external communication systems, such as V2V and I2V communication systems. Various applications also use stream
processing results, e.g., collision warnings, automotive navigation systems, and vehicle-infrastructure cooperative right-turn
collision caution signals. These streaming processes can be represented as shown in the right side of Fig. 2, because they can
be represented by nodes and edges of a DAG. Localization, distance calculation, and collision judgment of Fig. 2 on the left
contain multiple tasks. Therefore, the number of nodes is large as shown in Fig. 2 on the right. In general, a directed edge
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Fig. 3. An example of a target DAG.

from node A to node B indicates that task A has execution precedence over task B. Further, a DAG is periodic and its period
is same as a hyper period of on-board sensors.

III. PROBLEM DESCRIPTION

An example of a DAG to be studied is shown in Fig. 3. Numbers enclosed in rectangles near each node represent required
calculation times and red numbers represent communication times. The calculation times of the blue nodes are large, thus
requiring parallel calculation; as noted previously, these nodes must be offloaded and processed. Communication time occurs
when two nodes are placed on different cores. From now on, we call a node that does not need parallel computation as a non-
parallel node and call a node that needs parallel computation as a parallel node. We assume that the parallelizable percentage
of parallel nodes is not 100 percent. That is, there are parts that must be calculated sequentially. This is known as Amdahl’s
law. In addition, we assume the parallelizable percentage of non-parallel nodes is zero percent. Under these assumptions, we
consider a scheduling algorithm that processes both parallel and non-parallel nodes with Kalray MPPA-256.

Open Problem 1:
How much computing resources should be given to parallel nodes in consideration of Amdahl’s law. Considering Amdahl’s

law, if the computing resources are properly allocated to the parallel nodes, the entire processing time of the DAG will be
shortened. In order to solve this problem, we are planning to determine the number of core allocation using two parameters,
the position of the parallel node to the DAG and the computation time. In addition, a core allocation must be performed in
consideration of an unique architecture of Kalray-MPPA 256.

Open Problem 2:
After determining the number of cores allocated for the parallel node, we decide the start and end time of node processing.

We let parallel nodes process with cores in CCs, and let non-parallel nodes process with cores in IOSs because it is easy to
offload to CC cores as the topology shows. We are trying to solve this scheduling problem using list-scheduling which is a
heuristic method because a problem of allocating multiple processors to multiple nodes considering the communication delay
is known as NP complete problem.

Open Problem 3:
We assume that a DAG task acquires data from multiple on-sensors and its period is same as a hyper period of on-board

sensors. Therefore, the DAG task must be scheduled under multirate periodic conditions. We would like to propose a scheduling
method by giving the multirate period as a parameter to tasks that a DAG has. Pipeline processing is one of the solutions for
DAG scheduling with multirate period. We would like to discuss how to incorporate it into our proposed scheduling algorithm.
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Abstract

I. INTRODUCTION

In mixed-criticality systems, tasks with different criticality levels share a computing platform and demand different
levels of assurance in terms of real-time performance. For mixed-criticality systems, the Vestal model [1] has been
studied extensively (see [2] for a survey). It is known that mixed-criticality scheduling is a difficult problem and
strictly more difficult than traditional (non mixed-criticality) real-time scheduling. In particular, given a collection
of jobs with deadlines, it is straightforward to check if this collection of jobs is schedulable on a single processor —
one can just check if EDF can schedule the jobs.1 On the other hand, it is known [3, Theorem 1] that determining
whether a given collection of independent mixed-criticality jobs is feasible on a uniprocessor is NP-hard in the
strong sense. Similarly, non mixed-criticality implicit deadline sporadic task sets are schedulable on uniprocessors
using EDF as long as their total utilization is smaller than 1 — a fact that is easy to check in linear time. However,
it was recently shown that it is NP-Hard to check if a collection of dual-criticality implicit deadline tasks are
schedulable on a single processors [4].

We would further like to characterize the structural differences and/or similarities between non-mixed criticality
task systems and mixed-criticality task systems — in particular, we want to understand whether periodic or sporadic
instances are the “hard instances” when it comes to mixed-criticality scheduling on uniprocessors.

II. SYSTEM MODEL

Analogously to traditional (non-MC) recurrent tasks, an MC recurrent task τk is characterized by a five-tuple
(χk, C

L
k , C

H
k , Dk, Tk), with the following interpretation. Task τk generates an unbounded sequence of jobs. Each

such job has a deadline that is Dk time units after its release. Tk is the minimum inter-arrival time between two
consecutive job arrivals. The criticality of each such job is χk, and it has LO-criticality and HI-criticality WCET’s
of CL

k and CH
k respectively.

When a job from task τk arrives in the system, its actual execution time, say γ is unknown. If the job’s γ ≤ CL
k ,

then the job exhibits LO-criticality behavior; if CL
k < γ ≤ CH

k , then the job exhibits HI-criticality behavior;
otherwise, it exhibits erroneous behavior.
Correctness criteria. We define an MC scheduling algorithm to be correct if it is able to schedule any system
such that

• If all jobs exhibit LO-criticality behavior, all jobs complete by their deadlines; and
• If any job exhibits HI-criticality behaviors, but no jobs exhibit erroneous behavior, all jobs of HI-criticality

tasks complete by their deadlines.
Types of Tasks We say that a task system is implicit-deadline if the deadline of each job Dk is equal to its minimum
interarrival time Tk. If Dk < Tk for all tasks, then we call the system constrained deadline; otherwise the system
has arbitrary deadlines.

We say that a task system exhibits strictly periodic behavior if consecutive jobs of each task arrive exactly Tk
time apart. If some jobs can arrive later (more than Tk time after the previous job of the same task arrived), then
we say that the task system exhibits sporadic behavior.

1We are assuming preemptive scheduling in this paper.
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III. CONTEXT: PERIODIC VS SPORADIC TASKS

For traditional (non mixed-criticality) uniprocessor systems, we know that the worst case for schedulability of
tasks is with strictly periodic arrivals. In particular, if a task system is schedulable when jobs of task τk arrive
exactly Tk time apart, then the task system is also schedulable if some inter-arrival times are larger [5] for both
implicit deadlines and constrained deadlines. Therefore, the schedulability test for both instances are identical.

However, for multiprocessor systems, this is not true. For implicit deadline tasks, it is still true that all task
systems with utilization at most m, where m is the number of machines, are feasible; therefore, if a particular task
system is schedulable with strictly periodic arrivals, then it is also schedulable with sporadic arrivals. On the other
hand, for constrained deadline task systems, this is no longer true; there exist task systems which are schedulable
with strictly periodic arrivals which are not schedulable with sporadic arrivals [6].

IV. OPEN PROBLEMS

In this abstract, we are concerned with understanding whether mixed-criticality systems are similar to traditional
uniprocessor systems with respect to periodic vs sporadic arrivals.
Open Problem 1: Does periodic feasibility imply sporadic feasibility for implicit deadline tasks?

Consider a dual-criticality task system and say that this task system is feasible with strictly periodic arrivals
of jobs. Can we also say that this system is feasible with sporadic arrivals? It would be interesting to see if the
hard instance for mixed-criticality tasks is still periodic arrivals like it is for both uniprocessor and multiprocessor
traditional asks. In addition, we know that checking feasibility is NP-Hard for both periodic and sporadic tasks.
However, in some cases, it may be possible to spend additional time to check feasibility for periodic tasks, but
explicitly checking feasibility of sporadic instances may remain more difficult. If periodic feasibility implies sporadic
feasibility, then this might help with some applications.

If the answer to this question is yes, it leads us to the second question:
Open Problem 2: Does periodic feasibility imply sporadic feasibility for constrained deadline tasks?

The problem is identical to the previous problem, just for constrained deadlines. The answer might be different.
For instance, as mentioned above, for multiprocessor systems, periodic feasibility implies sporadic feasibility for
implicit deadlines but not for constrained deadlines. It would be interesting to know mixed-criticality tasks also
exhibit similar patterns.
Open Problem 3: Are there classes of schedulers where periodic schedulability implies sporadic schedula-
bility?

Given a mixed-criticality task system τ and a scheduler A, say we have verified that A can schedule τ correctly
assuming strictly periodic arrivals. Can we then say that A can also schedule τ if the arrivals are sporadic? The
answer is obviously no for arbitrary schedulers — for instance, a scheduler could just choose to behave badly as
soon as it sees a sporadic arrival. However, one can imagine that reasonable schedulers exist for which this claim
is true. Could we characterize and understand what properties a scheduler must have for this to be true?

Finally, if the answer is yes for any of the above questions, then the questions can be generalized to mixed-
criticality systems with more than two criticality levels.
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I. INTRODUCTION

Linux is a general purpose operating system (GPOS) that has gained many real-time (RT) features over the last decade.
For instance, nowadays Linux has a fully preemptive mode and a deadline-oriented scheduler [1]. Although some of these
features are part of the official Linux kernel, many of them are still part of an external patch set, the PREEMPT-RT [2].
The PREEMP-RT changes the locking methods of Linux to prevent unbounded priority inversion. This is achieved by using
the Priority Inheritance Protocol [3] on in-kernel mutexes, which bounds the activation delay in high priority tasks. Indeed,
the latency is the main evaluation metric for the PREEMPT-RT Linux: for example, the Red Hat Enterprise Linux for Real-
time [4] (based on PREEMPT-RT) shows a maximum latency of 150 µs on certified hardware. However, due to Linux’s GPOS
nature, RT Linux developers are challenged to provide the predictability required for an RTOS, while not causing regressions
on the general purpose benchmarks. As a consequence, the implementation of some well known algorithms, like read/write
semaphores, has been done using approaches that were not well explored in academic papers.

II. READ-WRITE SEMAPHORES ON LINUX

On Linux, the read-write semaphores provide concurrent readers and exclusive writers for a given critical section. For
example, since the memory mapping information of a process is read very often but rarely changes during its execution, it is
protected by a read-write semaphore.

The API of the read-write semaphores is composed by four main functions. Readers call DOWN_READ() before entering
in the read-side, calling UP_READ() when leaving the read-side of the critical section. Writers should call DOWN_WRITE()
before entering in the write-side of the critical section, calling UP_WRITE() when leaving. These functions take only one
argument, which is a pointer to a structure rw_semahore. The rw_semaphore structure is presented in Figure 11.

The readers variable is an atomic type that counts how many concurrent readers are inside the critical section. This
variable is also used to store READER BIAS and WRITER BIAS flags, which are used to define if there are either readers or
a writer in the critical section. Whenever a task should block in the semaphore, it will do by blocking in the real-time mutex
rt_mutex of the semaphore. The rt mutex is defined as shown in Figure 21:

1 s t r u c t rw semaphore {
2 a t o m i c t r e a d e r s ;
3 s t r u c t r t m u t e x r t m u t e x ;
4} ;

1 s t r u c t r t m u t e x {
2 r a w s p i n l o c k t w a i t l o c k ;
3 s t r u c t r b r o o t c a c h e d w a i t e r s ;
4 s t r u c t t a s k s t r u c t ∗owner ;
5 i n t s a v e s t a t e ;
6} ;

Fig. 1: Read-write Semaphore structure Fig. 2: Real-time Mutex structure

In order to protect the fields of the rt_mutex struct from concurrent accesses, the spin lock wait_lock is used whenever
the internal fields of the mutex are modified. The wait_lock of the real-time mutex is also used to avoid two writers setting
the WRITE/READ BIAS concurrently in the rw_semaphore structure.

The pseudo-code of each operation is presented in Figure 3 and 4, respectively.

III. OPEN PROBLEMS

Considering our example, when DOWN_WRITE() is called, the task that is trying to acquire the read/write semaphore for
writing has to lock two nested resources, a regular mutex (acquired at line 8, Figure 4) and a spin lock (acquired at line 14,
Figure 4), thus creating a heterogeneous nested lock (e.g., a suspension-based lock with a nested spin-based lock or vice-versa).
This case study, taken from the Linux kernel, highlights two open issues. The first one concerns the need for implementing

1Debug fields removed from structure’s definition.
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1: function UP READ(rw sem) /* using atomic operations */
2: if −−rw sem->readers == 0 then
3: if a writer is holding the rw sem->rtmutex then
4: wake-up the writer
5: end if
6: end if
7: end function
8:
9: function DOWN READ(rw sem)

10: if ++rw sem->readers > 1 then /* using atomic operations */
11: return /* enter the critical section */
12: else
13: rw sem->readers−−
14: end if
15: take rw sem->rtmutex.wait lock /* might block busy (spinlock) */
16: if WRITER BIAS is not set then
17: rw sem->readers++
18: release rw sem->rtmutex.wait lock
19: return /* enter in the critical section */
20: end if
21: release rw sem->rtmutex.wait lock
22: take rw sem->rt mutex /* might block suspended (rt mutex) */
23: rw sem->readers++
24: release the rw sem->rt mutex
25: return /* enter in the critical section */
26: end function

1: function UP WRITE(rw sem)
2: clear WRITER BIAS
3: set READER BIAS
4: release sem->rtmutex
5: end function
6:
7: function DOWN WRITE(rw sem)
8: take rw sem->rtmutex /* might block suspended (rt mutex) */
9: clear READER BIAS

10: if rw sem->readers != 0 then
11: suspend waiting for the last reader
12: end if
13: while 1 do
14: take sem->rtmutex->wait lock /* might block busy (spinlock) */
15: if sem->readers == 0 then
16: set WRITER BIAS
17: release rw sem->rtmutex->wait lock
18: return /* enter in the critical section */
19: end if
20: release rw sem->rtmutex->wait lock.
21: suspend waiting for the last reader
22: end while
23: return
24: end function

Fig. 3: Read-side operations Fig. 4: Write-side operations

in Linux state-of-the-art protocols for (possibly heterogeneous) nested locks and developing novel analysis techniques. To the
best of our knowledge, only few works on shared-memory multiprocessor synchronization targeted nested critical sections.
Two notable examples are the work by Biondi et al. [5], in which a graph abstraction is introduced to derive a fine-grained
analysis (i.e., not based on asymptotic bounds) for FIFO non-preemptive spin locks, and the one by Ward and Anderson [6], in
which the real-time nested locking protocol (RNLP) is proposed, with the related asymptotic analysis. Later, Nemitz et al. [7]
proposed an optimization for the average-case of RNLP. However, to the best of our knowledge, only the extension of RNLP
proposed in [8] is explicitly conceived to deal with heterogeneous nested critical sections. The protocol is presented with the
related asymptotic analysis, and an experimental study aimed at assessing schedulability. Future research work could target the
issues in implementing the extended RNLP [8] in Linux. Also, it is worth considering the possibility of extending the graph
abstraction proposed by Biondi et al. [5] to allow fine-grained analysis for nested heterogeneous locks.

The second open problem concerns the design of specialized analysis techniques accounting for specific implementations of
complex types of locks (e.g., the aforementioned read/write lock in Linux). Considering the problem previously presented for
the DOWN_WRITE function, an implementation-aware analysis would account for the contention on the heterogeneous nested
critical section, considering it when a blocking-bound for the reader/writer semaphore is derived. The analyses for reader/writer
semaphores that have already been proposed (e.g., the protocol proposed by Brandenburg and Anderson [9], or R/W RNLP [10],
a variant of RNLP conceived to deal with nested, spin-based, read/write locks) could be integrated with implementation-specific
aspects. The availability of blocking-bounds conceived considering the specific implementation adopted in the Linux kernel may
help it to be more suitable for real-time contexts. Finally, a third open research area consists in finding more efficient locking
protocols (with the related implementation), accounting for both general purpose benchmark performance (i.e., average-case
behavior, needed by the GPOS nature of Linux) and predictability.
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I. INTRODUCTION AND CONTEXT

The increased number of functionalities requires an evolution of the technologies embedded within critical systems
that, as a result, become more complex every day. A clear application of these systems belongs to the transportation
industry, where designing safe and reliable control of automated vehicles strings. Thereby, accident numbers and
their severity is expected to be reduced as well as the saved energy together with reduced harmful exhaust emission
[1]. Such systems are composed by an important number of interacting sub-systems which make the associated
feasibility problem often intractable.

In this paper we focus on the cooperative adaptive cruise control (CACC) which is an extension of the adaptive
cruise control (ACC) [2]. The main advantage of the CACC over ACC is the incorporation of a V2V communication
layer that enables faster vehicle responses and shorter inter-distances within the platoon. The term platoon refers
to an automated vehicles formation where all members regulate their spacing gap towards their preceding vehicles,
behaving as a whole interconnected system.

According to the principle of the platoon, vehicles (the leader, the first or the following vehicle) are equipped
with longitudinal automation, ranging sensors and can also profit from the mentioned V2V links.

Fig. 1: Control structure block diagram of a single CACC-
equipped vehicle [3]

Fig. 2: RTMaps modeling tool [4]

Each car has a two layers automation: the high level is in charge of regulating the spacing during acceleration,
and the low level manages the vehicle actuators for tracking the reference acceleration. To achieve the functional
behavior, the high level require variables from ego-vehicle and preceding(s) while the low level one requires only
information from the ego-vehicle.

Provided with this information, the car adjusts some physical parameters (the steer bar torque, break pedal torque,
acceleration power,etc) to reach the reference values timely, setting the system subject to precedence constraints.
Graphical block diagramming tools such as simulink or RTMaps are used (see Figure 2).

To provide the platoon string stability, existing results set the operating limits in terms of network latency,
considering heterogeneity of technologies and their problems (CAN, V2V, etc).

II. SYSTEM MODEL

In literature, CAN network is well presented and several papers as [5] outlines how the worst-case response times
for CAN messages are computed. Though, existing results do not explain formally how compute the end-to-end
timing parameters for a system which, in addition to CAN network, takes into account the communication delays
due to vehicle-to-vehicle communication and radar/lidar. From the above, this set the system to be unpredictable
and existing solutions more pessimistic.

Over the last decades, standards like AUTOSAR [6] have been proposed in order to conceive a common platform
for the development of automotive software. These standards allow designers to build applications with different

21



requirements, including timing ones as beside the correctness of the computation result, the result is expected to
be obtained within a time interval. In other to evaluate the overall system, time requirements containment on the
end-to-end functionality of the task chains [7] are mandatory.

Fig. 3: Automated car model

Despite the above condition, however
do not provide the information how to
compute end-to-end timing parameters for
the system of interest in our paper. The
use of multicore processors would pro-
vide the system with extended possibili-
ties to deal with the complexity of ACC
and CACC technologies. However, this is
currently a challenge since there is no
formal model to describe the interactions
between components taking into account
functional and non-functional(timing) be-
havior.

We consider a vehicle system S com-
posed of a set of n tasks τi = (Ci, Ti, Di),
where i = {1, 2, · · · , n}. Every task τi is
characterized by a worst-case execution time C, a minimal inter-arrival time T and a deadline D. Tasks can be
split in two different classes: producer (τp) and consumer (τ c). The producer tasks are receiving information from
exterior (sensors, wifi, CAN) with different frequencies and can be treated by a modeling tool like RTMaps, while
the consumer tasks are executed by the ECU and will transmit commands to the actuators (brake, throttle, gearbox,
steering, etc.) with certain frequency. Since the execution of the consumer tasks require data sampled by producers,
S is subjected to precedence constraints. An example of the presented model can be seen in Figure 3. We consider
in this work global scheduling on the multicore processors. We understand by global scheduling that instances of
different programs may be scheduled in different cores of the processor.

For the considered model, we list the associated open problems that are scheduling-oriented:
• How is the execution time of each task estimated/computed?
• How are the tasks with precedence constraints scheduled on a multicore processor such that the system behaves

correctly functionally and also satisfying the time constraints?
• How we provide a worst-case bound on the response time of the system? We understand by response time of

the system the time elapsed between the time instant when the system receives an information until the time
instant when an associated action is finished.
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I. INTRODUCTION

Autonomously-driving cars may become part of our everyday lives in a few years. One of the key factors that will likely enable
the development of autonomous systems is artificial intelligence and, in particular, deep neural networks (DNNs). According
to the results of a popular challenge for assessing the performance of DNNs [1], the error rate in image classification reduced
from 28% in 2010 to 2.3% in 2017 [2], surpassing the human capability, assessed between 5% and 10% (see Figure 1). Neural
networks are computing system inspired by the structure of mammalian brains, composed of many neurons (represented by
nodes) exchanging signals through synaptic channels (represented by weighted edges). Synaptic weights are tuned during a
supervised learning procedure, in which the network is trained by examples to match a set of expected outputs when specific
inputs are presented. The adoption of neural networks in safety-critical scenarios presents many issues. For instance, the
difficulty of understanding the meaning of weights configurations and the difficulty of predicting the network output to similar
input patterns represents a crucial problem for certification: who would certificate something whose behavior is not completely
understandable at design time and cannot be predictably replicated? A possible solution may consist in adopting algorithms
based on hard computing (i.e., with a well-defined behavior) aimed at acting as supervisors for DNNs. The supervisor would
detect misbehaviors from the neural network, redirecting the actuation to some defined safe actions. A further improvement
(but still in terms of average-case behavior) can be achieved using redundant neural networks in conjunction for performing
the same task, and merging the result by means of a voting mechanism.

The complexity of a neural network also makes it prone to attacks and malfunctionings, representing a security threat: what
if an attacker exploits the weakness of a DNN to take control over the related, safety-critical, steering system? Morever, DNNs
are typically executed on top of general purpose operating systems, whereas actuations take place in a Real-Time Operating
System (RTOS). For these reasons, guaranteeing isolation between DNNs and safety-critical tasks represents an important
issue.

A popular and effective technique to achieve isolation using a single heterogeneous multi-processor platform is to use
a hypervisor to separate a computationally intensive processing (i.e., DNNs) and safety-critical activities (e.g., AUTOSAR
compliant) in different domains. In this way, the two domains can safely co-exist, also adopting different operating systems.
This solution is shown in Figure 2.
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Fig. 1. Evolution of DNNs over the years in terms of error rate in
image classification tasks.
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Fig. 2. Sample architecture for achieving isolation between DNNs and safety
critical tasks when the underlying hardware platform is shared.

Another key issue is represented by the temporal predictability of DNNs. However, predictability may be a requirement
only when DNNs are used in their inference phase (i.e., the network is already trained and it is only queried). Although a
DNN workload can be represented with a direct acyclic graph1 (DAG), finding a representative task model (e.g., that accounts

1In its classical form: for instance the Tensorflow programming model provides some extensions for branching and looping, which leads to different task
models [3].
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for memory accesses due to tensors exchanged between directly connected nodes) is fundamental to correctly characterize
its temporal behavior. Deep Neural Networks execute on hardware platforms composed of heterogeneous processing units,
such as (possibly asymmetric) multi-core CPUs, GPUs and portions of reconfigurable FPGAs. Recently, ad-hoc application
specific integrated circuits (ASICs) have been also produced and may be commonly included in commercial heterogeneous
platforms soon. The tensor processing unit (TPU) [4] produced by Google and compatible with Tensorflow, one of the most
used frameworks for developing Deep Neural Networks, is a notable and promising example. Accounting for the underlying
hardware architecture is unavoidable when designing more tailored analysis techniques, but not always simple. This is the case
of NVIDIA GPGPUs, whose internal structure and mechanisms are not publicly documented. For these platforms, research
can only rely on black-box characterizations based on experimentation results [5]. The support of FPGAs is not yet available
for most of the DNNs frameworks (e.g., Tensorflow), but efforts have been done to make them supported [6]. An interesting
area of research may also evaluate the execution of DNNs with dynamic partial reconfiguration [7], which recently have been
made available (as a prototype) under Linux [8]. Using this approach, computationally intensive nodes may be accelerated by
executing them on a FPGAs, exploiting dynamic partial reconfiguration to avoid having a fixed binding between a portion of
FPGA area and one or more DNN operations. The support of heterogeneous platforms opens to research on partitioning neural
network nodes to different types of devices. For instance, the placement algorithm (the one aimed at deciding where each node
should be executed, e.g., in a GPU or in a CPU) still needs to be improved in TensorFlow [3]. Among the usual frameworks for
developing and executing DNNs (e.g., Caffe [9], Tensorflow [10], Torch [11], etc.), novel frameworks specialized for inferencing
DNNs have been recently developed. For instance, it is worth mentioning TensorFlow Serving [12], an inference framework
aimed at increasing the throughput of a DNN by grouping individual inference requests into batches for joint execution on
a GPU, and NVIDIA TensorRT [13], which implements a pre-processing phase aimed at optimizing the neural network for
a future inference in an NVIDIA GPU. In this way, latency can be decreased and throughput increased. Predictability of
optimized inference engines for DNNs should also be evaluated as a future research work.

II. OPEN PROBLEMS: CATEGORIZATION AND KEY QUESTIONS

A. Certification

1) How to support DNNs in a safety-critical context to build a system that is prone for being certified?
2) Which type of supervision algorithms are needed to detect wrong outputs and redirect actuation to safe actions?

B. Isolation

1) How to avoid that the complexity of DNNs may lead to security threats for a safety-critical system running on top of a
shared hardware platform?

2) Which mechanism have to be provided to allow them interacting while running in different operating systems?

C. Predictability in the execution

1) Which is a suitable task model to describe and analyze the temporal behavior of a DNN?
2) How to account for novel (highly heterogeneous) computing platforms?
3) How to account for inference engines that affect the DNN’s execution?
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